It has been built a Shiny app mapping accidents on Queensland roads which was great at showing the problematic areas within cities and regional areas. It been added to this by estimating the fatality rate given the observed accidents and the rate of accidents involving cyclists for SA3 and SA4 areas. I have also updated the filters making them tidier. What follows in commentary of what can be found in the Shiny app. If you want to jump straight to it, run

**Brisbane Inner**

A subset of the app focuses on the “Brisbane Inner” SA3 area to give a taste of what to expect. It shows car accidents in the city since 1st January 2013. When zooming in, hover over the marker to get a short description of the crash.

**Code bits**

Below is the underlying code of the example above leaflet map, but I strongly recommend running the code above to view the Shiny app.

# queensland road accident data

# libraries

library(tidyverse)

library(shiny)

library(leaflet)

library(leaflet.extras)

library(magrittr)

library(htmltools)

library(htmlwidgets)

library(showtext)

library(data.table)

# font

try({

font\_add\_google(name = "Montserrat", family = "mont")

showtext\_auto()

}, TRUE)

# load data

# or if it doesn't work grab the Rdata file from Github - see link above

load\_data <- function(){

if(!file.exists("locations.csv")){

cat('\n Download may take a few minutes...\n')

url <- "<http://www.tmr.qld.gov.au/~/media/aboutus/corpinfo/Open%20data/crash/locations.csv>"

download.file(url, destfile = "locations.csv", method="libcurl")

}

accidents\_raw <- read\_csv("locations.csv")

return(accidents\_raw)

}

accidents\_raw <- load\_data() %>% filter(Crash\_Severity != "Property damage only")

# sample of brisbane inner

accidents <- accidents\_raw %>%

filter(

Loc\_ABS\_Statistical\_Area\_3 == "Brisbane Inner",

Crash\_Year > 2013

) %>%

mutate(fatality = Count\_Casualty\_Fatality > 0)

# basic leaflet

m <- leaflet(accidents) %>%

addProviderTiles(providers$Stamen.Toner, group = "Black and white") %>%

addTiles(options = providerTileOptions(noWrap = TRUE), group="Colour") %>%

addMarkers(

lng = ~Crash\_Longitude\_GDA94,

lat = ~Crash\_Latitude\_GDA94,

clusterOptions = markerClusterOptions(),

label = ~htmlEscape(Crash\_DCA\_Description)

) %>%

addCircleMarkers(

lng = ~Crash\_Longitude\_GDA94[accidents$fatality],

lat = ~Crash\_Latitude\_GDA94[accidents$fatality],

color = "#8B0000",

stroke = FALSE,

fillOpacity = 0.8,

group = "Fatalities"

) %>%

addHeatmap(

lng = ~Crash\_Longitude\_GDA94,

lat = ~Crash\_Latitude\_GDA94,

radius = 17,

blur = 25,

cellSize = 25

) %>%

addLayersControl(

overlayGroups = c("Fatalities"),

baseGroups = c("Black and white","Colour"),

options = layersControlOptions(collapsed = FALSE)

)

Shiny App – Server.R

|  |
| --- |
| # libraries |
|  |

|  |
| --- |
| library(tidyverse) |
|  |

|  |
| --- |
| library(shiny) |
|  |

|  |
| --- |
| library(leaflet) |
|  |

|  |
| --- |
| library(leaflet.extras) |
|  |

|  |
| --- |
| library(magrittr) |
|  |

|  |
| --- |
| library(htmltools) |
|  |

|  |
| --- |
| library(htmlwidgets) |
|  |

|  |
| --- |
| library(showtext) |
|  |

|  |
| --- |
| library(data.table) |
|  |

|  |
| --- |
| library(lazyeval) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # load data |
|  |

|  |
| --- |
| load("./data/road-accident-data.Rdata") |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # font |
|  |

|  |
| --- |
| try({ |
|  |

|  |
| --- |
| font\_add\_google(name = "Montserrat", family = "mont") |
|  |

|  |
| --- |
| showtext\_auto() |
|  |

|  |
| --- |
| }, TRUE) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # set my theme and colours |
|  |

|  |
| --- |
| my\_theme <- function(y\_on = element\_blank()){ |
|  |

|  |
| --- |
| theme\_minimal() + |
|  |

|  |
| --- |
| theme( |
|  |

|  |
| --- |
| legend.position = "none", |
|  |

|  |
| --- |
| axis.text = element\_text(family = "mont", size = 12), |
|  |

|  |
| --- |
| axis.text.x = element\_text(angle = 45, vjust = 0.5), |
|  |

|  |
| --- |
| axis.text.y = y\_on, |
|  |

|  |
| --- |
| axis.title = element\_blank(), |
|  |

|  |
| --- |
| plot.title = element\_text(family = "mont", hjust = 0.5, face = "bold"), |
|  |

|  |
| --- |
| plot.subtitle = element\_text(family = "mont", hjust = 0.5, face = "bold") |
|  |

|  |
| --- |
| ) |
|  |

|  |
| --- |
| } |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| my\_cols <- function(n = 16) colorRampPalette(c("darkmagenta", "turquoise"))(n) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| theme\_forest <- function(scale = 1){ |
|  |

|  |
| --- |
| theme\_minimal() + |
|  |

|  |
| --- |
| theme( |
|  |

|  |
| --- |
| legend.position = "none", |
|  |

|  |
| --- |
| axis.text = element\_text(family = "mont", size = 16\*scale), |
|  |

|  |
| --- |
| axis.text.x = element\_text(vjust = 0.5), |
|  |

|  |
| --- |
| axis.title.y = element\_blank(), |
|  |

|  |
| --- |
| axis.title.x = element\_text(family = "mont", size = 16\*scale), |
|  |

|  |
| --- |
| plot.title = element\_text(family = "mont", hjust = 0.5, size = 26\*scale, face = "bold"), |
|  |

|  |
| --- |
| plot.subtitle = element\_text(family = "mont", hjust = 0.5, size = 18\*scale), |
|  |

|  |
| --- |
| plot.caption = element\_text(size = 12\*scale) |
|  |

|  |
| --- |
| ) |
|  |

|  |
| --- |
| } |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| posterior\_f <- function(df, y, n, a = 1.30, b = 77, inflator = 100) { |
|  |

|  |
| --- |
| out <- data.frame() |
|  |

|  |
| --- |
| qs <- c(0.025, 0.1, 0.5, 0.9, 0.975) |
|  |

|  |
| --- |
| for(k in 1:nrow(df)){ |
|  |

|  |
| --- |
| out <- rbind(out, inflator\*rbeta(1e4, shape1 = a+y[k], shape2 = b+n[k]-y[k]) %>% quantile(qs)) |
|  |

|  |
| --- |
| } |
|  |

|  |
| --- |
| colnames(out) <- paste0("q", 100\*qs) |
|  |

|  |
| --- |
| return(out) |
|  |

|  |
| --- |
| } |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| set.seed(190513) |
|  |

|  |
| --- |
| # fatalities |
|  |

|  |
| --- |
| areas <- grep("Area", colnames(accidents\_raw), value = TRUE)[3:4] |
|  |

|  |
| --- |
| names(areas) <- c("sa3", "sa4") |
|  |

|  |
| --- |
| fatality\_fn <- function(area){ |
|  |

|  |
| --- |
| accidents\_raw %>% |
|  |

|  |
| --- |
| group\_by\_(area) %>% |
|  |

|  |
| --- |
| filter( |
|  |

|  |
| --- |
| Crash\_Year == 2017, |
|  |

|  |
| --- |
| ) %>% |
|  |

|  |
| --- |
| summarise( |
|  |

|  |
| --- |
| count = length(Count\_Casualty\_Total), |
|  |

|  |
| --- |
| n\_fatalities = sum(Count\_Casualty\_Fatality) |
|  |

|  |
| --- |
| ) %>% |
|  |

|  |
| --- |
| bind\_cols(posterior\_f(df = ., y = .$n\_fatalities, n = .$count)) %>% |
|  |

|  |
| --- |
| arrange(q50) %>% |
|  |

|  |
| --- |
| mutate\_(area = interp(~factor(v, level = v), v = as.name(area))) %>% |
|  |

|  |
| --- |
| ggplot() + |
|  |

|  |
| --- |
| geom\_segment(mapping = aes(x = q2.5, xend = q97.5, y = area, yend = area)) + |
|  |

|  |
| --- |
| geom\_segment(mapping = aes(x = q10, xend = q90, y = area, yend = area, col = q50), size = 2) + |
|  |

|  |
| --- |
| geom\_point(mapping = aes(x = q50, y = area), pch = 3) + |
|  |

|  |
| --- |
| theme\_forest() + |
|  |

|  |
| --- |
| scale\_colour\_gradientn(colors = my\_cols()) + |
|  |

|  |
| --- |
| labs( |
|  |

|  |
| --- |
| title = "Fatality rate given observed road accidents", |
|  |

|  |
| --- |
| subtitle = paste("Bayesian estimate of the fatality rate for", toupper(names(area)), "areas in 2017"), |
|  |

|  |
| --- |
| x = "Fatality rate (%)") |
|  |

|  |
| --- |
| } |
|  |

|  |
| --- |
| fatality\_plots <- list(sa3 = fatality\_fn(areas[1]), sa4 = fatality\_fn(areas[2])) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # cyclists |
|  |

|  |
| --- |
| cyclist\_fn <- function(area){ |
|  |

|  |
| --- |
| accidents\_raw %>% |
|  |

|  |
| --- |
| group\_by\_(area) %>% |
|  |

|  |
| --- |
| filter(Crash\_Year == 2017) %>% |
|  |

|  |
| --- |
| summarise( |
|  |

|  |
| --- |
| count = n(), |
|  |

|  |
| --- |
| n\_bicycles = sum(Count\_Unit\_Bicycle > 0) |
|  |

|  |
| --- |
| ) %>% |
|  |

|  |
| --- |
| bind\_cols(posterior\_f(df = ., y = .$n\_bicycles, n = .$count, a = 1.55, b = 25)) %>% |
|  |

|  |
| --- |
| arrange(q50) %>% |
|  |

|  |
| --- |
| mutate\_(area = interp(~factor(v, level = v), v = as.name(area))) %>% |
|  |

|  |
| --- |
| ggplot() + |
|  |

|  |
| --- |
| geom\_segment(mapping = aes(x = q2.5, xend = q97.5, y = area, yend = area)) + |
|  |

|  |
| --- |
| geom\_segment(mapping = aes(x = q10, xend = q90, y = area, yend = area, col = q50), size = 2) + |
|  |

|  |
| --- |
| geom\_point(mapping = aes(x = q50, y = area), pch = 3) + |
|  |

|  |
| --- |
| theme\_forest() + |
|  |

|  |
| --- |
| scale\_colour\_gradientn(colors = my\_cols()) + |
|  |

|  |
| --- |
| labs( |
|  |

|  |
| --- |
| title = "Rate of cyclists involved in road accidents", |
|  |

|  |
| --- |
| subtitle = paste("Bayesian estimate of the rate of accidents involving cyclists for", toupper(names(area)), "areas in 2017"), |
|  |

|  |
| --- |
| x = "Accidents involving cyclists (%)" |
|  |

|  |
| --- |
| ) |
|  |

|  |
| --- |
| } |
|  |

|  |
| --- |
| cyclist\_plots <- list(sa3 = cyclist\_fn(areas[1]), sa4 = cyclist\_fn(areas[2])) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # pedestrians |
|  |

|  |
| --- |
| pedestrian\_fn <- function(area){ |
|  |

|  |
| --- |
| accidents\_raw %>% |
|  |

|  |
| --- |
| group\_by\_(area) %>% |
|  |

|  |
| --- |
| filter(Crash\_Year == 2017) %>% |
|  |

|  |
| --- |
| summarise( |
|  |

|  |
| --- |
| count = n(), |
|  |

|  |
| --- |
| n\_bicycles = sum(Count\_Unit\_Pedestrian > 0) |
|  |

|  |
| --- |
| ) %>% |
|  |

|  |
| --- |
| bind\_cols(posterior\_f(df = ., y = .$n\_bicycles, n = .$count, a = 3, b = 60)) %>% |
|  |

|  |
| --- |
| arrange(q50) %>% |
|  |

|  |
| --- |
| mutate\_(area = interp(~factor(v, level = v), v = as.name(area))) %>% |
|  |

|  |
| --- |
| ggplot() + |
|  |

|  |
| --- |
| geom\_segment(mapping = aes(x = q2.5, xend = q97.5, y = area, yend = area)) + |
|  |

|  |
| --- |
| geom\_segment(mapping = aes(x = q10, xend = q90, y = area, yend = area, col = q50), size = 2) + |
|  |

|  |
| --- |
| geom\_point(mapping = aes(x = q50, y = area), pch = 3) + |
|  |

|  |
| --- |
| theme\_forest() + |
|  |

|  |
| --- |
| scale\_colour\_gradientn(colors = my\_cols()) + |
|  |

|  |
| --- |
| labs( |
|  |

|  |
| --- |
| title = "Rate of pedestrians involved in road accidents", |
|  |

|  |
| --- |
| subtitle = paste("Bayesian estimate of the rate of accidents involving pedestrians for", toupper(names(area)), "areas in 2017"), |
|  |

|  |
| --- |
| x = "Pedestrians injured from the accident (%)" |
|  |

|  |
| --- |
| ) |
|  |

|  |
| --- |
| } |
|  |

|  |
| --- |
| pedestrian\_plots <- list(sa3 = pedestrian\_fn(areas[1]), sa4 = pedestrian\_fn(areas[2])) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| function(input, output, session) { |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| mainFilter <- reactive({ |
|  |

|  |
| --- |
| accidents\_raw %>% |
|  |

|  |
| --- |
| {if(input$loc == "Loc\_ABS\_Statistical\_Area\_2") filter(., Loc\_ABS\_Statistical\_Area\_2 == input$sa2) else .} %>% |
|  |

|  |
| --- |
| {if(input$loc == "Loc\_ABS\_Statistical\_Area\_3") filter(., Loc\_ABS\_Statistical\_Area\_3 == input$sa3) else .} %>% |
|  |

|  |
| --- |
| {if(input$loc == "Loc\_ABS\_Statistical\_Area\_4") filter(., Loc\_ABS\_Statistical\_Area\_4 == input$sa4) else .} %>% |
|  |

|  |
| --- |
| {if(input$loc == "Loc\_Local\_Government\_Area") filter(., Loc\_Local\_Government\_Area == input$lga) else .} %>% |
|  |

|  |
| --- |
| {if(input$loc == "Loc\_ABS\_Remoteness") filter(., Loc\_ABS\_Remoteness == input$remote) else .} %>% |
|  |

|  |
| --- |
| {if(input$unit == "Bicycle") filter(., Count\_Unit\_Bicycle > 0) else .} %>% |
|  |

|  |
| --- |
| {if(input$unit == "Car") filter(., Count\_Unit\_Car > 0) else .} %>% |
|  |

|  |
| --- |
| {if(input$unit == "Motocycle") filter(., Count\_Unit\_Motorcycle\_Moped > 0) else .} %>% |
|  |

|  |
| --- |
| {if(input$unit == "Truck") filter(., Count\_Unit\_Truck > 0) else .} %>% |
|  |

|  |
| --- |
| {if(input$unit == "Pedestrian") filter(., Count\_Unit\_Pedestrian > 0) else .} %>% |
|  |

|  |
| --- |
| {if(input$unit == "Bus") filter(., Count\_Unit\_Bus > 0) else .} %>% |
|  |

|  |
| --- |
| {if(input$day\_of\_week != "..." & !is.null(input$day\_of\_the\_week)) filter(., Crash\_Day\_Of\_Week == input$day\_of\_week) else .} %>% |
|  |

|  |
| --- |
| {if(input$month != "..." & !is.null(input$month)) filter(., Crash\_Month == input$month) else .} %>% |
|  |

|  |
| --- |
| {if(input$weather != "..." & !is.null(input$weather)) filter(., Crash\_Atmospheric\_Condition == input$weather) else .} %>% |
|  |

|  |
| --- |
| {if(input$driving\_conditions != "..." & !is.null(input$driving\_conditions)) filter(., Crash\_Lighting\_Condition == input$driving\_conditions) else .} %>% |
|  |

|  |
| --- |
| {if(input$road\_condition != "..." & !is.null(input$road\_condition)) filter(., Crash\_Road\_Surface\_Condition == input$road\_condition) else .} %>% |
|  |

|  |
| --- |
| {if(input$speed\_limit != "..." & !is.null(input$speed\_limit)) filter(., Crash\_Speed\_Limit == input$speed\_limit) else .} %>% |
|  |

|  |
| --- |
| {if(input$road\_feature != "..." & !is.null(input$road\_feature)) filter(., Crash\_Roadway\_Feature == input$road\_feature) else .} %>% |
|  |

|  |
| --- |
| {if(input$crash\_type != "..." & !is.null(input$crash\_type)) filter(., Crash\_Nature == input$crash\_type) else .} %>% |
|  |

|  |
| --- |
| {if(input$crash\_severity != "..." & !is.null(input$crash\_severity)) filter(., Crash\_Severity == input$crash\_severity) else .} %>% |
|  |

|  |
| --- |
| mutate(fatality = Count\_Casualty\_Fatality > 0) |
|  |

|  |
| --- |
| }) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| selectData <- reactive({ |
|  |

|  |
| --- |
| mainFilter() %>% |
|  |

|  |
| --- |
| filter(Crash\_Year >= input$year[1] & Crash\_Year <= input$year[2]) |
|  |

|  |
| --- |
| }) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # data frame for fatality rate simulation |
|  |

|  |
| --- |
| fatalityRate <- reactive({ |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| accidents\_raw %>% |
|  |

|  |
| --- |
| {if(input$loc == "Loc\_ABS\_Statistical\_Area\_2") filter(., Loc\_ABS\_Statistical\_Area\_2 == input$sa2) else .} %>% |
|  |

|  |
| --- |
| {if(input$loc == "Loc\_ABS\_Statistical\_Area\_3") filter(., Loc\_ABS\_Statistical\_Area\_3 == input$sa3) else .} %>% |
|  |

|  |
| --- |
| {if(input$loc == "Loc\_ABS\_Statistical\_Area\_4") filter(., Loc\_ABS\_Statistical\_Area\_4 == input$sa4) else .} %>% |
|  |

|  |
| --- |
| {if(input$loc == "Loc\_Local\_Government\_Area") filter(., Loc\_Local\_Government\_Area == input$lga) else .} %>% |
|  |

|  |
| --- |
| {if(input$loc == "Loc\_ABS\_Remoteness") filter(., Loc\_ABS\_Remoteness == input$remote) else .} %>% |
|  |

|  |
| --- |
| filter(Crash\_Year == 2017) %>% |
|  |

|  |
| --- |
| summarise( |
|  |

|  |
| --- |
| count = length(Crash\_Ref\_Number), |
|  |

|  |
| --- |
| n\_fatalities = sum(Count\_Casualty\_Fatality) |
|  |

|  |
| --- |
| ) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| }) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # draws from the posterior |
|  |

|  |
| --- |
| fatalityRateSim <- reactive({ |
|  |

|  |
| --- |
| rbeta(1e4, shape1 = 1.3 + fatalityRate()$n\_fatalities, shape2 = 77 + fatalityRate()$count - fatalityRate()$n\_fatalities) |
|  |

|  |
| --- |
| }) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # count of casualty type |
|  |

|  |
| --- |
| output$casualty <- renderPlot({ |
|  |

|  |
| --- |
| selectData() %>% |
|  |

|  |
| --- |
| summarise( |
|  |

|  |
| --- |
| Fatality = sum(Count\_Casualty\_Fatality), |
|  |

|  |
| --- |
| Hospitalised = sum(Count\_Casualty\_Hospitalised), |
|  |

|  |
| --- |
| `Medically treated` = sum(Count\_Casualty\_MedicallyTreated), |
|  |

|  |
| --- |
| `Minor Injury` = sum(Count\_Casualty\_MinorInjury) |
|  |

|  |
| --- |
| ) %>% |
|  |

|  |
| --- |
| gather(casualty\_type, count) %>% |
|  |

|  |
| --- |
| ggplot(aes(x = casualty\_type, y = count, fill = count)) + |
|  |

|  |
| --- |
| geom\_bar(stat = "identity", alpha = 0.75) + |
|  |

|  |
| --- |
| labs(title = "Severity of crash") + |
|  |

|  |
| --- |
| scale\_fill\_gradientn(colors = my\_cols()) + |
|  |

|  |
| --- |
| my\_theme() + |
|  |

|  |
| --- |
| geom\_text(aes(x = casualty\_type, y = max(count)/4, label = count), family = "mont") |
|  |

|  |
| --- |
| }) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # number of units involved with the crash |
|  |

|  |
| --- |
| output$unit <-renderPlot({ |
|  |

|  |
| --- |
| selectData() %>% |
|  |

|  |
| --- |
| summarise( |
|  |

|  |
| --- |
| Car = sum(Count\_Unit\_Car), |
|  |

|  |
| --- |
| Motorcycle = sum(Count\_Unit\_Motorcycle\_Moped), |
|  |

|  |
| --- |
| Truck = sum(Count\_Unit\_Truck), |
|  |

|  |
| --- |
| Bus = sum(Count\_Unit\_Bus), |
|  |

|  |
| --- |
| Bike = sum(Count\_Unit\_Bicycle), |
|  |

|  |
| --- |
| Pedestrian = sum(Count\_Unit\_Pedestrian), |
|  |

|  |
| --- |
| Other = sum(Count\_Unit\_Other) |
|  |

|  |
| --- |
| ) %>% |
|  |

|  |
| --- |
| gather(unit\_type, count) %>% |
|  |

|  |
| --- |
| ggplot(aes(x = unit\_type, y = count, fill = count)) + |
|  |

|  |
| --- |
| geom\_bar(stat = "identity", alpha = 0.75) + |
|  |

|  |
| --- |
| labs(title = "Types of vehicles involved in accident") + |
|  |

|  |
| --- |
| scale\_fill\_gradientn(colors = my\_cols()) + |
|  |

|  |
| --- |
| my\_theme() + |
|  |

|  |
| --- |
| geom\_text(aes(x = unit\_type, y = max(count)/4, label = count), family = "mont") |
|  |

|  |
| --- |
| }) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # crashes over time |
|  |

|  |
| --- |
| output$time\_series <- renderPlot({ |
|  |

|  |
| --- |
| df <- mainFilter() %>% |
|  |

|  |
| --- |
| filter(Crash\_Year != 2018) %>% |
|  |

|  |
| --- |
| group\_by(Crash\_Year) %>% |
|  |

|  |
| --- |
| summarise(count = length(Crash\_Ref\_Number)) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| ggplot(df, aes(x = Crash\_Year, y = count)) + |
|  |

|  |
| --- |
| geom\_line(col = "darkmagenta") + |
|  |

|  |
| --- |
| geom\_point(col = "darkmagenta") + |
|  |

|  |
| --- |
| coord\_cartesian(ylim = c(0, max(df$count))) + |
|  |

|  |
| --- |
| my\_theme(y\_on = element\_text(family = "mont")) + |
|  |

|  |
| --- |
| labs(title = "Number of accidents from 2001-2017") |
|  |

|  |
| --- |
| }) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # rate dist |
|  |

|  |
| --- |
| output$fatality\_rate <- renderPlot({ |
|  |

|  |
| --- |
| data.frame(x = 100\*fatalityRateSim()) %>% |
|  |

|  |
| --- |
| ggplot(aes(x = x)) + |
|  |

|  |
| --- |
| geom\_histogram(fill = "turquoise") + |
|  |

|  |
| --- |
| my\_theme() + |
|  |

|  |
| --- |
| labs(title = paste0("Rate of road accident fatalities in 2017 (", round(100\*median(fatalityRateSim()), 1), ")")) |
|  |

|  |
| --- |
| }) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # leaflet map |
|  |

|  |
| --- |
| output$accident\_map <- renderLeaflet({ |
|  |

|  |
| --- |
| leaflet(selectData()) %>% |
|  |

|  |
| --- |
| addProviderTiles(providers$Stamen.Toner, group = "Black and white") %>% |
|  |

|  |
| --- |
| addTiles(options = providerTileOptions(noWrap = TRUE), group="Colour") %>% |
|  |

|  |
| --- |
| addMarkers( |
|  |

|  |
| --- |
| lng = ~Crash\_Longitude\_GDA94, |
|  |

|  |
| --- |
| lat = ~Crash\_Latitude\_GDA94, |
|  |

|  |
| --- |
| clusterOptions = markerClusterOptions(), |
|  |

|  |
| --- |
| label = ~htmlEscape(paste0(Crash\_Ref\_Number, ": ", Crash\_DCA\_Description)) |
|  |

|  |
| --- |
| ) %>% |
|  |

|  |
| --- |
| addCircleMarkers( |
|  |

|  |
| --- |
| lng = ~Crash\_Longitude\_GDA94[selectData()$fatality], |
|  |

|  |
| --- |
| lat = ~Crash\_Latitude\_GDA94[selectData()$fatality], |
|  |

|  |
| --- |
| color = "#8B0000", |
|  |

|  |
| --- |
| stroke = FALSE, |
|  |

|  |
| --- |
| fillOpacity = 0.8, |
|  |

|  |
| --- |
| group = "Fatalities" |
|  |

|  |
| --- |
| ) %>% |
|  |

|  |
| --- |
| addHeatmap( |
|  |

|  |
| --- |
| lng = ~Crash\_Longitude\_GDA94, |
|  |

|  |
| --- |
| lat = ~Crash\_Latitude\_GDA94, |
|  |

|  |
| --- |
| radius = 17, |
|  |

|  |
| --- |
| blur = 25, |
|  |

|  |
| --- |
| cellSize = 25 |
|  |

|  |
| --- |
| ) %>% |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # adding in some controls directly into leaflet rather than through shiny |
|  |

|  |
| --- |
| # this way we won't have to draw a new map every time |
|  |

|  |
| --- |
| addLayersControl( |
|  |

|  |
| --- |
| overlayGroups = c("Fatalities"), |
|  |

|  |
| --- |
| baseGroups = c("Black and white","Colour"), |
|  |

|  |
| --- |
| options = layersControlOptions(collapsed = FALSE) |
|  |

|  |
| --- |
| ) |
|  |

|  |
| --- |
| }) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| output$leafl <- renderUI({ |
|  |

|  |
| --- |
| if(!is.null(input$GetScreenHeight)){ |
|  |

|  |
| --- |
| width <- session$clientData$output\_image1\_width |
|  |

|  |
| --- |
| height <- session$clientData$output\_image1\_height |
|  |

|  |
| --- |
| leafletOutput("accident\_map", width = "100%", height = input$GetScreenHeight) |
|  |

|  |
| --- |
| } |
|  |

|  |
| --- |
| }) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| output$crash\_data <- renderDataTable({ |
|  |

|  |
| --- |
| selectData() |
|  |

|  |
| --- |
| }, options = list(pageLength = 15)) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # TODO: fix the height of this output - make it dynamic |
|  |

|  |
| --- |
| # also just make this better - for now, path of least resistance |
|  |

|  |
| --- |
| selectForestPlot <- reactive({ |
|  |

|  |
| --- |
| if(input$floc == "Loc\_ABS\_Statistical\_Area\_3"){ |
|  |

|  |
| --- |
| k <- 1 |
|  |

|  |
| --- |
| }else if(input$floc == "Loc\_ABS\_Statistical\_Area\_4"){ |
|  |

|  |
| --- |
| k <- 2 |
|  |

|  |
| --- |
| } |
|  |

|  |
| --- |
| if(input$measure == "Fatality"){ |
|  |

|  |
| --- |
| fatality\_plots[[k]] |
|  |

|  |
| --- |
| }else if(input$measure == "Cyclists"){ |
|  |

|  |
| --- |
| cyclist\_plots[[k]] |
|  |

|  |
| --- |
| }else if(input$measure == "Pedestrians"){ |
|  |

|  |
| --- |
| pedestrian\_plots[[k]] |
|  |

|  |
| --- |
| } |
|  |

|  |
| --- |
| }) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| output$forest\_plot <- renderPlot({ |
|  |

|  |
| --- |
| selectForestPlot() |
|  |

|  |
| --- |
| }, width = 900, height = 1200) |
|  |

|  |
| --- |
|  |
|  |

}

Shiny App – UI.R

|  |
| --- |
| library(shiny) |
|  |

|  |
| --- |
| library(tidyverse) |
|  |

|  |
| --- |
| library(magrittr) |
|  |

|  |
| --- |
| library(data.table) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # load data |
|  |

|  |
| --- |
| load("./data/road-accident-data.Rdata") |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # set filter vars |
|  |

|  |
| --- |
| check\_box <- c("Day of the week", "Month", "Weather conditions", "Unit type involved", "Driving conditions", "Speed limit", |
|  |

|  |
| --- |
| "Road feature", "Crash type", "Crash severity") |
|  |

|  |
| --- |
| year <- accidents\_raw$Crash\_Year %>% unique %>% sort |
|  |

|  |
| --- |
| day\_of\_week <- c("...", "Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday", "Sunday") |
|  |

|  |
| --- |
| month <- c("...", "January", "February", "March", "April", "May", "June", "July", "August", "September", "October", "November", "December") |
|  |

|  |
| --- |
| weather\_conditions <- c("...", accidents\_raw$Crash\_Atmospheric\_Condition %>% unique %>% sort) |
|  |

|  |
| --- |
| units <- c("...", "Bicycle", "Car", "Truck", "Motorcycle", "Pedestrian", "Bus") |
|  |

|  |
| --- |
| driving\_conditions <- c("...", accidents\_raw$Crash\_Lighting\_Condition %>% unique %>% sort) |
|  |

|  |
| --- |
| road\_condition <- c("...", accidents\_raw$Crash\_Road\_Surface\_Condition %>% unique %>% sort) |
|  |

|  |
| --- |
| speed\_limit <- c("...", accidents\_raw$Crash\_Speed\_Limit %>% unique %>% sort) |
|  |

|  |
| --- |
| road\_feature <- c("...", accidents\_raw$Crash\_Roadway\_Feature %>% unique %>% sort) |
|  |

|  |
| --- |
| crash\_type <- c("...", accidents\_raw$Crash\_Nature %>% unique %>% sort) |
|  |

|  |
| --- |
| crash\_severity <- c("...", accidents\_raw$Crash\_Severity %>% unique %>% sort) |
|  |

|  |
| --- |
| loc\_type <- c("State level", colnames(accidents\_raw)[str\_detect(colnames(accidents\_raw), "Loc\_ABS|Loc\_Local")]) |
|  |

|  |
| --- |
| loc\_list <- sapply(loc\_type, function(x) accidents\_raw[[x]] %>% unique %>% sort) |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # js code for making the map fit the screen height |
|  |

|  |
| --- |
| jscode <- ' |
|  |

|  |
| --- |
| $(document).on("shiny:connected", function(e) { |
|  |

|  |
| --- |
| var jsHeight = window.innerHeight; |
|  |

|  |
| --- |
| Shiny.onInputChange("GetScreenHeight",jsHeight); |
|  |

|  |
| --- |
| }); |
|  |

|  |
| --- |
| ' |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # ui function |
|  |

|  |
| --- |
| navbarPage("Road accidents in Queensland", id="road", |
|  |

|  |
| --- |
| tabPanel("Heat map", |
|  |

|  |
| --- |
| div(class="outer", |
|  |

|  |
| --- |
| p(), |
|  |

|  |
| --- |
| tags$script(jscode), |
|  |

|  |
| --- |
| uiOutput("leafl"), |
|  |

|  |
| --- |
| absolutePanel( |
|  |

|  |
| --- |
| id = "controls", class = "panel panel-default", fixed = TRUE, |
|  |

|  |
| --- |
| draggable = TRUE, top = 90, left = "auto", right = 180, bottom = "auto", |
|  |

|  |
| --- |
| width = 250, height = "auto", |
|  |

|  |
| --- |
| HTML('<button data-toggle="collapse" data-target="#main">Show filters</button>'), |
|  |

|  |
| --- |
| tags$div(id = 'main', class="collapse", |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # this isn't exactly elegant but it's the path of least resistance |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # select year |
|  |

|  |
| --- |
| sliderInput("year", label = "Year", min = min(year), max = max(year), value = c(2013, 2018), round = TRUE, step = 1), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # select statistical area |
|  |

|  |
| --- |
| # TODO: put better labels on these |
|  |

|  |
| --- |
| selectInput("loc", "Location category", loc\_type, selected = "Loc\_ABS\_Statistical\_Area\_3"), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # if sa2 select area with sa2 |
|  |

|  |
| --- |
| conditionalPanel( |
|  |

|  |
| --- |
| condition = "input.loc == 'Loc\_ABS\_Statistical\_Area\_2'", |
|  |

|  |
| --- |
| selectInput("sa2", "Location", loc\_list[["Loc\_ABS\_Statistical\_Area\_2"]], selected = "Brisbane City") |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # if sa3 select area with sa3 |
|  |

|  |
| --- |
| conditionalPanel( |
|  |

|  |
| --- |
| condition = "input.loc == 'Loc\_ABS\_Statistical\_Area\_3'", |
|  |

|  |
| --- |
| selectInput("sa3", "Location", loc\_list[["Loc\_ABS\_Statistical\_Area\_3"]], selected = "Brisbane Inner") |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # if sa4 select area with sa4 |
|  |

|  |
| --- |
| conditionalPanel( |
|  |

|  |
| --- |
| condition = "input.loc == 'Loc\_ABS\_Statistical\_Area\_4'", |
|  |

|  |
| --- |
| selectInput("sa4", "Location", loc\_list[["Loc\_ABS\_Statistical\_Area\_4"]], selected = "Brisbane Inner City") |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # if lga select area with lga |
|  |

|  |
| --- |
| conditionalPanel( |
|  |

|  |
| --- |
| condition = "input.loc == 'Loc\_Local\_Government\_Area'", |
|  |

|  |
| --- |
| selectInput("lga", "Location", loc\_list[["Loc\_Local\_Government\_Area"]], selected = "Brisbane City") |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # if remoteness select area with remoteness |
|  |

|  |
| --- |
| conditionalPanel( |
|  |

|  |
| --- |
| condition = "input.loc == 'Loc\_ABS\_Remoteness'", |
|  |

|  |
| --- |
| selectInput("remote", "Location", loc\_list[["Loc\_ABS\_Remoteness"]], selected = "Major Cities") |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # checkboxGroupInput("check\_box", "Activate filters", check\_box), |
|  |

|  |
| --- |
| checkboxInput('day\_of\_week\_t', 'Day of the week', value = FALSE), |
|  |

|  |
| --- |
| checkboxInput('month\_t', 'Month', value = FALSE), |
|  |

|  |
| --- |
| checkboxInput('Weather\_t', 'Weather condition', value = FALSE), |
|  |

|  |
| --- |
| checkboxInput('unit\_t', 'Unit type involved', value = FALSE), |
|  |

|  |
| --- |
| checkboxInput('driving\_conditions\_t', 'Driving conditions', value = FALSE), |
|  |

|  |
| --- |
| checkboxInput('road\_condition\_t', 'Road conditions', value = FALSE), |
|  |

|  |
| --- |
| checkboxInput('speed\_limit\_t', 'Speed limit', value = FALSE), |
|  |

|  |
| --- |
| checkboxInput('road\_feature\_t', 'Road feature', value = FALSE), |
|  |

|  |
| --- |
| checkboxInput('crash\_type\_t', 'Crash type', value = FALSE), |
|  |

|  |
| --- |
| checkboxInput('crash\_severity\_t', 'Crash severity', value = FALSE), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| # as conditional panels |
|  |

|  |
| --- |
| conditionalPanel( |
|  |

|  |
| --- |
| condition = "input.day\_of\_week\_t", |
|  |

|  |
| --- |
| selectInput("day\_of\_week", "Day of the week", day\_of\_week, selected = "...") |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| conditionalPanel( |
|  |

|  |
| --- |
| condition = "input.month\_t", |
|  |

|  |
| --- |
| selectInput("month", "Month", month, selected = "...") |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| conditionalPanel( |
|  |

|  |
| --- |
| condition = "input.weather\_t", |
|  |

|  |
| --- |
| selectInput("weather", "Weather condition", weather\_conditions, selected = "...") |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| conditionalPanel( |
|  |

|  |
| --- |
| condition = "input.unit\_t", |
|  |

|  |
| --- |
| selectInput("unit", "Involving unit type", units, selected = "...") |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| conditionalPanel( |
|  |

|  |
| --- |
| condition = "input.driving\_conditions\_t", |
|  |

|  |
| --- |
| selectInput("driving\_conditions", "Driving condition", driving\_conditions, selected = "...") |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| conditionalPanel( |
|  |

|  |
| --- |
| condition = "input.road\_condition\_t", |
|  |

|  |
| --- |
| selectInput("road\_condition", "Road condition", road\_condition, selected = "...") |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| conditionalPanel( |
|  |

|  |
| --- |
| condition = "input.speed\_limit\_t", |
|  |

|  |
| --- |
| selectInput("speed\_limit", "Speed limit", speed\_limit, selected = "...") |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| conditionalPanel( |
|  |

|  |
| --- |
| condition = "input.road\_feature\_t", |
|  |

|  |
| --- |
| selectInput("road\_feature", "Road feature", road\_feature, selected = "...") |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| conditionalPanel( |
|  |

|  |
| --- |
| condition = "input.crash\_type\_t", |
|  |

|  |
| --- |
| selectInput("crash\_type", "Crash type", crash\_type, selected = "...") |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| conditionalPanel( |
|  |

|  |
| --- |
| condition = "input.crash\_severity\_t", |
|  |

|  |
| --- |
| selectInput("crash\_severity", "Crash severity", crash\_severity, selected = "...") |
|  |

|  |
| --- |
| ) |
|  |

|  |
| --- |
| ) |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| absolutePanel( |
|  |

|  |
| --- |
| id = "controls", class = "panel panel-default", fixed = TRUE, |
|  |

|  |
| --- |
| draggable = TRUE, top = 180, left = 20, right = "auto", bottom = "auto", |
|  |

|  |
| --- |
| width = 400, height = "auto", |
|  |

|  |
| --- |
| plotOutput("casualty", height = 200), |
|  |

|  |
| --- |
| plotOutput("unit", height = 200), |
|  |

|  |
| --- |
| plotOutput("time\_series", height = 200), |
|  |

|  |
| --- |
| plotOutput("fatality\_rate", height = 200), |
|  |

|  |
| --- |
| p(HTML('Created by <a target="\_blank" href="https://twitter.com/danoehm">@danoehm</a> / <a target="\_blank" href="http://gradientdescending.com/">gradientdescending.com</a>')), |
|  |

|  |
| --- |
| p(HTML('Source: Dept. of Transport and Main Roads Qld')) |
|  |

|  |
| --- |
| ) |
|  |

|  |
| --- |
| ) |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| tabPanel( |
|  |

|  |
| --- |
| "Estimation", |
|  |

|  |
| --- |
| sidebarPanel( |
|  |

|  |
| --- |
| p(), |
|  |

|  |
| --- |
| selectInput("floc", "Location", c("SA3" = "Loc\_ABS\_Statistical\_Area\_3", "SA4" = "Loc\_ABS\_Statistical\_Area\_4")), |
|  |

|  |
| --- |
| selectInput("measure", "Measure", c("Fatality", "Cyclists", "Pedestrians")), |
|  |

|  |
| --- |
| p(), |
|  |

|  |
| --- |
| width = 2 |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
| mainPanel( |
|  |

|  |
| --- |
| plotOutput('forest\_plot') |
|  |

|  |
| --- |
| ) |
|  |

|  |
| --- |
| ), |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
| tabPanel( |
|  |

|  |
| --- |
| "Data table", |
|  |

|  |
| --- |
| div( |
|  |

|  |
| --- |
| class = "outer", |
|  |

|  |
| --- |
| p(), |
|  |

|  |
| --- |
| tags$script(jscode), |
|  |

|  |
| --- |
| dataTableOutput("crash\_data") |
|  |

|  |
| --- |
| ) |
|  |

|  |
| --- |
| ) |
|  |

)

**Most dangerous areas**

It has been used a Bayesian approach to estimate the fatality rate for 2017 (the data isn’t complete for 2018) and presented it as a proportion of the number of observed road accidents. The data dates back to 2001 but it’s reasonable to use the most recent data to allow for improvements in road conditions, policies, advertising, population growth, etc which may have an underlying impact on the risk of road accidents.

To construct a prior I used years 2014-2016 at SA3 level. By taking 10,000 draws from the posterior we estimate the fatality rate distributions for each area. The bands represent the 80% and 95% prediction interval.

The top 3 most dangerous SA4’s for 2017 are Mackay – Isaac – Whitsunday, Wide Bay and The Queensland outback. It’s not surprising that the large majority of fatalities occurred at high speeds on highways and back roads. Having said that a few have occurred closer to the town centers in these areas. It’s possible the road conditions are not particularly good but that’s hard to determine. The road condition filter only has 4 states, sealed (dry / wet) and unsealed (dry / wet) and doesn’t offer much more information. It appears dry conditions on sealed roads is when most accidents occur.

The 3 least dangerous areas are Brisbane North, Brisbane Inner City and Brisbane South. Again, it shouldn’t be surprising given the speed limit is lower in the city, if accidents occur they are generally less severe. There are a lot of rear ended accidents and accidents when leaving a car park – the classic.
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At the SA3 level the incident rates focus on smaller geographical areas which can highlight other features. For example, at the SA4 level the area often includes the city centers and the Hinterland regions which tend to have different rates where it’s often higher in the Hinterlands. This is largely due to the differing speed limits. The most dangerous areas are Burnett, Port Douglas and the Ipswich Hinterlands. The least dangerous are Chermside, Brisbane Inner West and Springfield – Redbank. Click the image to zoom in, there are a lot of SA3’s.
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**Most dangerous areas for cyclists**

As a cyclist it’s good to know which roads to pay particular attention on. In a similar way we’ll look at the rate of road accidents involving cyclists by area. An influencing factor is how many cyclists are on the roads relative to cars and other vehicles. If the area has a strong cycling culture it’s more likely that an accident will involve a cyclist.
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It’s not surprising the dense city centers with more traffic have more accidents involving cyclists. At the SA4 level it’s pretty clear that Brisbane Inner City is a dangerous place to ride a bike, particularly on Adelaide street which you can see from the app (go to show filter > unit type involved > bicycle). The rate of accidents involving cyclists in Brisbane Inner City is significantly higher than all other SA4’s. I’m curious to know if the the growth of the CityCycle scheme (which is awesome by the way) is somewhat a contributing factor. Although, given this was introduced in 2011, and 2005-2010 saw the highest rate of growth in accidents involving cyclists, probably isn’t the biggest factor in the high rate of accidents but it should contribute if more people are on bikes – they’re also not the easiest bikes in the world to ride. The other areas in the top 3, Brisbane City West and Cairns. Sheridan Street, the main drag in Cairns is where you need to be extra vigilant.

![](data:image/png;base64,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)

Here Noosa tops the chart for 2017. It sits within the Sunshine Coast SA4 region ranking 5th in the chart above which also includes the Hinterland regions which is why it scores lower above. Noosa has a strong cycling culture which could be influencing it’s high rate. With a median of a whopping 18% definitely keep your eyes peeled when cycling on those roads. Also, take care in Sherwood – Indooroopilly. Keep in mind that these areas are not necessarily where the most accidents involving cyclists occur. Rather if there is an accident it’s more likely to have involved a cyclists relative to other areas. If you’re driving in those areas keep an eye out for cyclists on the road, perhaps there aren’t marked cycling lanes or off-road bike paths or some dodgy intersections.
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Ideally the rate would be adjusted for the number of cyclists on the road, however this is still a useful statistic to find the more dangerous areas. This analysis has also been done for pedestrians involved in car accidents which is can be found in the app. Just a heads up, be careful in Fortitude Valley.

**Code bits**

Run the shiny app

library(shiny)

Load the data.

library(repmis)

source\_data("road-accident-data.Rdata")

Estimate hyperparameters

# get prior information from previous 3 years

# use method of moments to get alpha and beta

# ideally we would use a hierarchical model but this is suitable

hyper\_params <- function(y){

mu <- mean(y)

s2 <- var(y)

gamma <- mu\*(1-mu)/s2-1

alpha <- gamma\*mu

beta <- gamma\*(1-mu)

return(list(alpha = alpha, beta = beta))

}

# estimating the actual parameters

df <- accidents\_raw %>%

filter(

Loc\_Queensland\_Transport\_Region != "Unknown",

Crash\_Year >= 2014,

Crash\_Year <= 2016

) %>%

group\_by(Loc\_ABS\_Statistical\_Area\_3) %>%

summarise(

count = n(),

n\_fatalities = sum(Count\_Casualty\_Fatality)

) %>%

mutate(theta = n\_fatalities/(count))

hyper\_params(df$theta)

Forest plots

library(tidyverse)

library(showtext)

# font

font\_add\_google(name = "Montserrat", family = "mont")

showtext\_auto()

# SA3 forest plot of fatality rate

# set my theme and colours

theme\_forest <- function(scale = 1){

theme\_minimal() +

theme(

legend.position = "none",

axis.text = element\_text(family = "mont", size = 16\*scale),

axis.text.x = element\_text(vjust = 0.5),

axis.title.y = element\_blank(),

axis.title.x = element\_text(family = "mont", size = 16\*scale),

plot.title = element\_text(family = "mont", hjust = 0.5, size = 26\*scale, face = "bold"),

plot.subtitle = element\_text(family = "mont", hjust = 0.5, size = 20\*scale),

plot.caption = element\_text(size = 12\*scale)

)

}

my\_cols <- function(n = 16) colorRampPalette(c("darkmagenta", "turquoise"))(n)

# simulate from the posterior

posterior\_f <- function(df, y, n, a = 1.3, b = 77, inflator = 100) {

out <- data.frame()

qs <- c(0.025, 0.1, 0.5, 0.9, 0.975)

for(k in 1:nrow(df)){

out <- rbind(out, inflator\*rgamma(1e4, shape = a+y[k], rate = b+n[k]) %>% quantile(qs))

}

colnames(out) <- paste0("q", 100\*qs)

return(out)

}

# SA4

# fatalities

areas <- grep("Area", colnames(accidents\_raw), value = TRUE)[3:4]

names(areas) <- c("sa3", "sa4")

fatality\_fn <- function(area){

accidents\_raw %>%

group\_by\_(area) %>%

filter(

Crash\_Year == 2017,

) %>%

summarise(

count = length(Count\_Casualty\_Total),

n\_fatalities = sum(Count\_Casualty\_Fatality)

) %>%

bind\_cols(posterior\_f(df = ., y = .$n\_fatalities, n = .$count)) %>%

arrange(q50) %>%

mutate\_(area = interp(~factor(v, level = v), v = as.name(area))) %>%

ggplot() +

geom\_segment(mapping = aes(x = q2.5, xend = q97.5, y = area, yend = area)) +

geom\_segment(mapping = aes(x = q10, xend = q90, y = area, yend = area, col = q50), size = 2) +

geom\_point(mapping = aes(x = q50, y = area), pch = 3) +

theme\_forest() +

scale\_colour\_gradientn(colors = my\_cols()) +

labs(

title = "Fatality rate given observed road accidents",

subtitle = paste("Bayesian estimate of the fatality rate for", toupper(names(area)), "areas in 2017"),

x = "Fatality rate (%)")

}

fatality\_plots <- list(sa3 = fatality\_fn(areas[1]), sa4 = fatality\_fn(areas[2]))

Cyclist plot

# cyclists

df <- accidents\_raw %>%

filter(

Crash\_Year >= 2014,

Crash\_Year <= 2016,

Loc\_ABS\_Statistical\_Area\_3 != "Unknown"

) %>%

group\_by(Loc\_ABS\_Statistical\_Area\_3) %>%

summarise(

n\_bicycles = sum(Count\_Unit\_Bicycle > 0),

n\_accidents = n()

) %>%

mutate(p = n\_bicycles/n\_accidents) %>%

arrange(desc(p))

# estimate hyperparameters

hyper\_params(df$p)

# cyclists

cyclist\_fn <- function(area){

accidents\_raw %>%

group\_by\_(area) %>%

filter(Crash\_Year == 2017) %>%

summarise(

count = n(),

n\_bicycles = sum(Count\_Unit\_Bicycle > 0)

) %>%

bind\_cols(posterior\_f(df = ., y = .$n\_bicycles, n = .$count, a = 1.55, b = 25)) %>%

arrange(q50) %>%

mutate\_(area = interp(~factor(v, level = v), v = as.name(area))) %>%

ggplot() +

geom\_segment(mapping = aes(x = q2.5, xend = q97.5, y = area, yend = area)) +

geom\_segment(mapping = aes(x = q10, xend = q90, y = area, yend = area, col = q50), size = 2) +

geom\_point(mapping = aes(x = q50, y = area), pch = 3) +

theme\_forest() +

scale\_colour\_gradientn(colors = my\_cols()) +

labs(

title = "Rate of cyclists involved in road accidents",

subtitle = paste("Bayesian estimate of the rate of accidents involving cyclists for", toupper(names(area)), "areas in 2017"),

x = "Accidents involving cyclists (%)"

)

}

cyclist\_plots <- list(sa3 = cyclist\_fn(areas[1]), sa4 = cyclist\_fn(areas[2]))

# Brisbane inner

accidents\_raw %>%

filter(Loc\_ABS\_Statistical\_Area\_4 == "Brisbane Inner City", Crash\_Year < 2018) %>%

group\_by(Crash\_Year) %>%

summarise(

n\_bikes = sum(Count\_Unit\_Bicycle > 0),

n\_accidents = n(),

p\_bikes = n\_bikes/n\_accidents

) %>%

bind\_cols(posterior\_f(df = ., y = .$n\_bikes, n = .$n\_accidents, a = 1.55, b = 25)/100) %>%

ggplot(aes(x = Crash\_Year, y = q50)) +

geom\_line(col = "darkmagenta") +

geom\_point(col = "darkmagenta") +

theme\_minimal() +

theme\_forest() +

labs(

x = "Year",

title = "Accidents involving cyclists - Brisbane Inner City",

subtitle = "Accidents involving cyclists are increasing, indicative of growth in popularity of cycling - Be careful on the roads"

)